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Abstract 

Software development is getting a transition from centralized version control systems like SVN to 

decentralized version control systems like Git due to lesser efficiency of former in terms of branching, 

fusion, time, space, merging, offline commits & builds and repository etc. None of the available SVN-Git 

migration approaches has following four capabilities; identification and validation of a complete 

development project structure, SVN & Git SSH connectivity validation, SVN users & Git author mapping 

validation and remote Git Server space validation. It results in an extensive longer time for migration 

from SVN to Git along with incomplete migration. In this work a holistic, proactive and novel approach 

has been proposed for pre-migration validation from SVN to Git using IoT devices which covers all these 

four major limitations of the available SVN to Git migration approaches. Many scripts have been 

developed and executed for pre-migration validation and migration preparation which overcomes the 

problem of incomplete migration. Ten sample software projects have been taken for analysis for SVN to 

Git migration and results show that with the proposed approach the time consumed during migration from 

SVN to Git came down to about six times. 
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1.  Introduction 

There are various version control systems in use like Subversion (SVN), Mercurial, 

CVS, Git and many more. Out of these Git is most widely used version control system 

(VCS) [1]-[4]. Git has a variety of advance features like distributed nature, offline 

commits facility, fast processing, staging feature and many more. In recent few years, 

Git has been the first choice as version control of small to large IT corporate world 

due to its better features [5]-[8]. 

Git is having a share of 77% of total VCS followed by SVN with a share of 13.5% [9]. 

Majority of software industries are getting a migration from SVN to Git. Only few 

migration tools are available in software industry but these too lack in many features 

like lack of identifying the empty directories as pre-migration check, failover 

capabilities during migration due to network failure or disk space issue and detailed 

report generation as post migration steps. Issues observed in SVN to Git migration for 

about 50,000 software project migrated from 2013 to 2019 are shown in figure 1. It 

was observed that majority of these were never been successful in first step due to 

missing project structure validation, weak SSH connectivity issue or sometimes 

improper mapping between SVN user and Git author. 

None of the available SVN-Git migration approaches has following four capabilities; 

identification and validation of a complete development project structure, SVN & Git 

SSH connectivity validation, SVN users & Git author mapping validation and remote 

Git Server space validation. It results in an extensive longer time for migration from 

SVN to Git along with incomplete migration. In this work a holistic, proactive and 

novel approach has been proposed using IoT devices for pre-migration validation from 

SVN to Git which covers all these four major limitations of the available SVN to Git 

migration approaches. Many scripts have been developed and executed for pre-

migration validation and migration preparation which overcomes the problem of 

incomplete migration. Ten sample software projects have been taken for analysis for 

SVN to Git migration. 

 
 

Figure 1.  SVN-Git Migration rate and issues found over time [1]-[9] 



A novel approach for Pre-validation, Auto resiliency & Alert Notification                                                                                                PJAEE, 17 (9) (2020) 

 for SVN to Git Migration using IoT devices 

 

7133 
 

 

Rest of the paper is organized is follows. Section 2 gives in brief the major work done 

by earlier researchers in the migration process of SVN to Git VCS. Proposed approach 

is given in detail in section 3 covering various steps of pre-validation methodology, 

pre-migration validation and migration preparation, SVN & Git SSH connectivity 

validation and space validation, and SVN users and Git author mapping validation & 

detailed report generation. Results of the proposed approach are given in section 4 

along with conclusion. 

2.  Related Work 

In SVN, many earlier studies focused on commit size distribution. Commit size can 

follow power laws [10]-[14], Pareto model [15], Petro-distribution [16] etc. Commits 

have been categorized based on various features mainly size and comment [17]-[19]. 

Dynamics of commit behavior with respect to open source software developer’s have 

been investigated for SVN in [20]. Four open source software projects on Apache.org 

have been considered for the above investigation. An empirical study on inter-commit 

times in Subversion on two projects written in Java has been performed in [10]. It is 

observed that in both POI and Tomcat distribution of commit intervals follows power 

laws. Further, two major factors that cause very long period of inactivity are active 

committer’s individual behavior of long vacations. 

 

For a centralized VCS, a commit signing mechanism has been proposed in [21]. 

Proposed mechanism support various features like it allows working over a subset of 

repositories and working on disjoint set of files. Collaborative vocabulary 

development has been focused in many earlier works [22]-[26]. Git’s applicability for 

collaborative vocabulary development has been investigated in [22]. Git4Voc has been 

proposed which explores the adoptability of Git to vocabulary development. It is 

shown that by using vocabulary-specific features, implementation of Git hooks can go 

beyond the plain functionality of Git. LHCb migration from SVN to Git has been 

presented in [27]. Issues related to specific requirements of LHCb have been 

addressed. Technical details of migration of large non-standard SVN repositories have 

also been addressed. It has been claimed that this migration from SVN to Git has 

resulted in increased productivity in terms of new projects & number of contribution 

and code quality in terms of testing and reviews. A mechanism for classification and 

extraction of changes is proposed in [28]. Various challenges and confusions related to 

Git have been reported in [29] followed by recommendations for dealing the same. 

General concepts of centralized and distributed VCS have been discussed in [30] and 

how these concepts are implemented by SVN and Git VCS.      

 

 

3.  Proposed Approach 

None of the available SVN-Git migration tools has following four capabilities; 

identification and validation of a complete development project structure, SVN & Git 
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SSH connectivity validation, SVN users & Git author mapping validation and remote 

Git Server space validation. As a part of project structure SVN supports empty 

repositories which may be essentially required as part of software development, but 

Git does not like lib (libraries), dist. and target folders. In case of Java, .Net or any 

project structure having a source code repository with few empty folder structures then 

these empty folders will never be migrated to Git. These empty directories might have 

essential part of the project development structure which are needed to download the 

maven-based dependencies at compile or run time. For this purpose in this work many 

shell scripts have been developed for identifying all directories/subdirectories which 

are empty and need a place holder for complete SVN-Git migration and generates an 

email and SMS to project administrator about the total numbers of repositories and 

branches that are auto recovered and rectified. 

SSH communication need to be established to pre-validate the connection between 

SVN & Git and also to confirm the same to the root user. For this purpose in this work 

NodeMCU is used. For migration of revision histories as meta-data, SVN authors 

should be mapped with Git authors before migration take place. Proposed work gives 

a mechanism by which SVN authors are mapped with Git authors before migration. 

By this way revision histories are not lost. Migration usually requires terabytes of disk 

space. Proposed work measures the total space acquired by SVN projects including 

various repositories, revisions, software code, SVN logs and meta-data. It makes it 

possible to login to remote Git server with same user and identifies the sufficient space 

availability else it generates an alert and email notification to the project administrator 

to take necessary action well in advance. Holistic view of SVN-Git migration is shown 

in figure 2. 

 

Pre-requisites: 

Pre-requisites for pre-migration validation and migration preparation are as follows. 

• Install Oracle JRE 1.8 or newer (LTR release) 

• Install SVN Mirror add-on migration tool in Git BitBucket  

• Sufficient space should be available on the BitBucket server as per the size of SVN 

repositories 

• SVN repo URLs must be accessible from the BitBucket server 

• Install NodeMCU compatible with ESP8266 Wi-Fi SoC 

 

Dependencies: 

Dependencies for pre-migration validation and migration preparation are as follows. 

• License procurement for SVN Mirror add-on migration tool from SubGit organization 

• Count of SVN users to be migrated to Git 

 

Steps of Pre-validation Methodology:  

Step 1: Environment preparation 
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                 : JDK installation 

                 : SubGit Tool Installation and configuration settings 

                 : SSH connection setup between SVN & Git 

      : NodeMCU ESP8266 Wi-Fi SoC installation 

 

Step 2: Project structure mapping validation and correction 

Step 3:  Branch level mapping validation and auto-correction 

Step 4: Translation settings validation & auto-correction 

Step 5: Adjust author level mapping validation & auto-correction 

Step 6: SSH connection validation & alert generation using NodeMCU (ESP8266 Wi-

Fi SoC) 

Step 7: Exit with email notification  

Step 8: Git server space validation using NodeMCU (ESP8266 Wi-Fi SoC) 

Step 9: Alert/Notification generation 

Step 10: Exit with email notification 

 

                                   
Figure 2.  A holistic view of SVN-Git migration 
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3.1  Pre-migration validation and migration preparation 

The project structure need to be validated in SVN to identify if there is any empty 

directory in all repositories. Next SVN repositories need to be validated for empty 

project structures. It is also required to check and calculate the total revision histories 

in SVN & total size of SVN and compare the space available in Git server. The admin 

user must have SSH connectivity to transfer the data from SVN to Git server. For this 

all repositories in SVN need to be checked out for finding the empty folders. 

Methodology used in this work for SVN to Git migration is shown in figure 3. 

 

Figure 3.  Methodology of SVN to Git migration 

Algorithm: Project structure identification and correction in SVN project 

for every repo in ssh user@host do 

 List Down all repos in /var/svn-repos directory 

 Goto the Working directory 

          Add all repositories and Branches into url.txt 

Repeat above Step     for all repositories  

             Done 

             for url in urls.txt do 

   Check out https : //domain/svn/branches/Master repo 

  Goto the Working directory 

 Search empty directories in /.svn/ 

 Create .gitkeep in every empty sub-directories 

 Commit SVN into empty directory 

Done 
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for every repo in ssh user@host do 

 Check out https: //domain/svn/branches/Develop repo 

 Goto the Working directory 

 Search empty directories in /.svn/ 

 Create .gitkeep in every empty sub-directories 

 Commit SVN into empty directory 

Done 

SMS Alert user about SVN Project Structure 

Results:  

An email notification shall be sent by the Script and also results in command line. 

 

Installation steps for SVN Mirror add on: 

Firstly a fresh Git project need to be created in Git Bitbucket. Once the project is 

created then it need to be identified if there is any empty repository. SVN-Mirror add 

on tool is to be installed to migrate the project. For this purpose following command is 

executed. 

 

subgit.bat configure --layout auto --trunk TRUNK SVN_URL GIT_REPO 

 

Figure 4 shows the results of SVN Mirror (SubGit) tool installation and configuration.  
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Figure 4.  Results of SVN Mirror (SubGit) tool installation and configuration 

 

Configure SVN Mirror settings: 

Now mirror Git repository need to be configured. For this purpose following 

command is executed to configure Git repository to mirror SVN project: 

$ subgit configure --layout auto --trunk trunk SVN_PROJECT_URL repos.git 

Above command detects branches layout in the SVN project and then creates empty 

Git repository ready to mirror SVN project. 

Author mappings, Adjust Translation & Initial Translation: 

Repositories names are to be provided to be used by Subgit tool to copy from SVN. 

Finally, repositories shall be imported by executing import command. It will start 

initial translation and will import all repositories from SVN to Git. 

 

edit repos.git/subgit/config 

$ edit repos.git/subgit/authors.txt  

$subgit install repos.git 

$ subgit import repos.git 

 

3.2  SVN & Git SSH connectivity validation and space validation 

During migration process if Git count is not increasing then most probably it is due to 

network failure. In this situation during migration, migration process should get a 

restart from the last commit point. For this purpose a script is developed in Python for 

making a check if Git count is not increasing and to restart the migration process in 

case of failure. System diagram between SVN & Git using NodeMCU (ESP8266 Wi-

Fi SoC) is shown in figure 5. Flow chart for checking the SSH & Network 

connectivity using NodeMCU (ESP8266 Wi-Fi SoC) is shown in figure 6. 

 
Figure 5.  System Diagram between SVN & Git using NodeMCU (ESP8266 Wi-Fi SoC) 
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3.3  SVN users and Git author mapping validation & detailed report generation 

One of the biggest problem in SVN-Git migration is the missing author information. A 

proper and stable mapping from the SVN users to the Git authors is needed for a better 

mapping of Git author data. In SVN, the author is being stored as an un-versioned 

revision property, namely svn:author. Every time a SVN user makes a commit, SVN 

creates a new revision and sets this revision svn:author property to be equal to that 

exact user’s name whereas Git, in turn, also stores author’s name along with every 

commit. But this name differs from that in SVN. SVN stores actual username but Git 

stores a name that is set by user.name Git directive, e.g., by global setting.  

Hence at the time of migration start phase the SVN user are not properly mapped 

which results in an incomplete migration resulting in waste of time, space and 

resources. For addressing this problem few algorithms have been written and executed 

in SVN-Git migration discussed below. Algorithm for translation settings is shown in 

figure 7 and figure 8 shows the script for checking the authors mappings of SVN & 

Git. Algorithm for comparing the Git users with SVN users is given in figure 9 and 

final detailed report generated on migration is shown in figure 10. 

 

Figure 6.  Flow chart for checking the SSH & Network connectivity using  

NodeMCU (ESP8266 Wi-Fi SoC) 
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Algorithm:  For pre migration validation and the generation of a detailed report of 

pre-migration validation 

gitdir ← Input a git directory. 

gitdeveloperdir ← Input a developer directory. 

svnMasterdir ← Input a svn master directory. 

svndeveloperdir ← Input a svn developer directory. 

svnRepodir ← Input a svn Repo directory. 

Change directory to gitdir . 

PRINT total count of author. 

Change directory to svnMasterdir . 

PRINT total count of author in SVN. 

 PRINT all author’s name in SVN. 

 Change directory to gitdir . 

 Get into gitdir and svnmasterdir get all Author. 

 Get first and last commits in that git by Date.  

 Get first and last commits in that svn by Date. 

 Create branch using above  commits. 

From Addr  ← Sender JsEmailAddress  

toAddr  ← Receiver JsEmailAddress 

Sub ← args.var [1 ] &&TEXT ← 

args.var[2] 

msg ← Sub + TEXT 

Username ← UserJsEmailAddress 

Passward  ← UserJsPassward 

Create a SMTP Client server for gmail. 

Start a secure connection using SSL/TLS cryptographic protocol. 

Login to server using Username and Passward 

Input fromAddr and toAddr to the server. 

Using SMTP.sendmail input msg to send the mail. 

Quit the server after sending the mail using server.quit(). 

svnRepoURL ← Input a svn Repo URL. 

gitRepoURL ← Input a git Repo URL. 

SVNAuthors ← Get all Author’s name from SVN Repo. 

GITAuthors ← Get all Author’s name from GIT Repo. 

if SVNAuthors is available then: 

 Remove SVNAuthor using rm SVNAuthor 

if GITAuthors is available then: 

 Remove GITAuthor using rm GITAuthor 

Change directory to svnRepoURL 

add SVNAuthor to SVNAuthors file. 

PRINT all SVN author’s names are added to file. 

add GITAuthor to GITAuthors file. 

PRINT all GIT author’s names are added to file. 
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compValue ← Compare SVNAuthors and GITAuthors file using diff −q SVNAuthors 

GITAuthors. 

if compValue equals to 1 then: 

 PRINT SVNAuthors and GITAuthors names do not match 

 Send Email to abc@gmail.com using mailX 

else: 

 PRINT SVNAuthors and GITAuthors names matches. 

 Send Email to abc@gmail.com using mailX 

 

Figure 7.  Algorithm for Translation Settings 

 

Figure 8.  Script for checking  the Authors Mappings SVN & Git 
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                                                   Figure 9.  Algorithm for comparing the Git users with SVN users 

 

Figure 10.  Final detailed report generated on migration 
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4.  Results and Conclusion 

Ten sample software projects have been taken for analysis for SVN to Git migration. 

Figure 11 shows the time consumed before and after missing project structure 

validation. Blue colored bar shows migration time of ten projects totaling 228 hours 

without applying the proposed approach. This longer migration time is due to Git 

space issue, SSH connectivity issue, missing project structure or other reasons. Green 

colored bar shows migration time of ten projects totaling 36 hours by applying the 

proposed approach. Proposed approach covers the issues related to Git space issue, 

SSH connectivity issue, missing project structure or other reasons. Results show that 

with the proposed approach time consumed during migration from SVN to Git came 

down to about six times based on the sample of ten projects. 

 

None of the available SVN-Git migration approaches has following four capabilities; 

identification and validation of a complete development project structure, SVN & Git 

SSH connectivity validation, SVN users & Git author mapping validation and remote 

Git Server space validation. It results in an extensive longer time for migration from 

SVN to Git along with incomplete migration. Proposed work for pre-migration 

validation from SVN to Git covers all these four major limitations of the available 

SVN to Git migration approaches. Many scripts have been developed and executed for 

pre-migration validation and migration preparation which overcomes the problem of 

incomplete migration. 

 
Figure 11.  Time consumed before and after missing project structure validation over the sample of ten 

software projects  

With all above mentioned experimentation done in the SRLC Software Research Lab, 

Chicago it could be stated that it is very much possible and feasible that any version 

control migration tool can be made more capable and dynamic by providing a holistic 

approach for the migration for all repositories from SVN to Git. With the help of 

automation and scripts it can be ensured that SVN repositories have proper structure 

compatible to the Git structure before actual migration starts and during migration 

there is proper notification sent to all stakeholders in the IT business. 
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